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Processes Are Assigned a Process ID (pid) On Creation and Does Not
Change

The process ID is just a number, and is unique for every active process
On most Linux systems the maximum pid 32768, and O is reserved (invalid)

Eventually the kernel will recycle a pid, after the process dies, for a new process

Remember: each process has its own address space (independent view of memory)
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Maintaining the Parent/Child Relationship

Previously, we made sure that our parent exited last (by using sleep)

What happens if the parent process exits first, and no longer exists?



The Parent Process is Responsible for Its Child

The operating system sets the exit status when a process terminates
(the process terminates by calling exit)
It can’t remove its PCB yet

The minimum acknowledgment the parent has to do is read the child’s exit status

There's two situations:
1. The child exits first (zombie process)

2. The parent exits first (orphan process)



You Need to Call wait on Child Processes

wait as the following API:
® status: Address to store the wait status of the process

® Returns the process ID of child process
-1: on failure
0: for non blocking calls with no child changes
>0: the child with a change

The wait status contains a bunch of information, including the exit code
Use man wait to find all the macros to query wait status
You can use waitpid to wait on a specific child process



wait-example.c Blocks Until The Child Process Exists, and Cleans Up

int main(int argc, char *argv[]) {
pid_t pid = fork();
if (pid == -1) {
return errno;
3
if (pid == 8) {
sleep(2);
3
else {
printf("Calling wait\n");
int wstatus;
pid_t wait_pid = wait(&wstatus);
if (WIFEXITED(wstatus)) {
printf("Wait returned for an exited process! pid: %d, status: %d\n",
wait_pid, WEXITSTATUS(wstatus));

return 0;



A Zombie Process Waits for Its Parent to Read Its Exit Status

The process is terminated, but it hasn’t been acknowledged

A process may have an error in it, where it never reads the child’s exit status

The operating system can interrupt the parent process to acknowledge the child
It is just a suggestion and the parent is free to ignore it
This is a basic form of IPC called a signal

The operating system has to keep a zombie process until it's acknowledged
If the parent ignores it, the zombie process needs to wait to be re-parented



An Orphan Process Needs a New Parent

The child process lost its parent process
The child still needs a process to acknowledge its exit

The operating system re-parents the child process to init
The init process is now responsible to acknowledge the child



orphan-example.c The Parent Exits Before the Child, init Cleans Up

int main(int argc, char *argv[]) {
pid_t pid = fork();
if (pid == -1) {
int err = errno;
perror("fork failed");
return err;
}
if (pid == 8) {
printf("Child parent pid: %d\n", getppid());
sleep(2);
printf("Child parent pid (after sleep): %d\n", getppid());
}
else {
sleep(1);
}

return 0;



zombie-example.c The Parent Monitors the Child To Check Its State

pid_t pid = fork();
// Error checking
if (pid == 8) {
sleep(2);
}
else {
/] Parent process
int ret;
sleep(1);
printf("Child process state: ");
ret = print_state(pid);
if (ret < 8) { return errno; }
sleep(2);
printf("Child process state: ");
ret = print_state(pid);
if (ret < 8) { return errno; }



You're Responsible for Managing Processes

The operating system maintains a strict parent/child relationship

You should be able to identify (and prevent) the following:
® Zombie processes

® Orphan processes



